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# Upload libraries needed  
library(Benchmarking)

## Loading required package: lpSolveAPI

## Loading required package: ucminf

## Loading required package: quadprog

##   
## Loading Benchmarking version 0.30h, (Revision 244, 2022/05/05 16:31:31) ...

## Build 2022/05/05 16:31:40

library(tidyverse)

## ── Attaching packages  
## ───────────────────────────────────────  
## tidyverse 1.3.2 ──

## ✔ ggplot2 3.3.6 ✔ purrr 0.3.4   
## ✔ tibble 3.1.8 ✔ dplyr 1.0.10  
## ✔ tidyr 1.2.0 ✔ stringr 1.4.1   
## ✔ readr 2.1.2 ✔ forcats 0.5.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()

# Compute the Formulation

#Here, we are going to create a matrix and values.  
  
# To create the vectors with our values  
input <- matrix(c(150,400,320,520,350, 320, 0.2, 0.7, 1.2, 2.0, 1.2, 0.7),ncol = 2)  
output <- matrix(c(14000,14000,42000,28000,19000,14000,3500,21000,10500,42000,  
25000, 15000),ncol = 2)  
  
# Assign column names  
colnames(input) <- c("staff\_hours\_daily","supplies\_daily")  
colnames(output) <- c("reimbursed\_patient\_daily", "privately\_paid\_patient-daily")  
  
# To see the values of Input  
input

## staff\_hours\_daily supplies\_daily  
## [1,] 150 0.2  
## [2,] 400 0.7  
## [3,] 320 1.2  
## [4,] 520 2.0  
## [5,] 350 1.2  
## [6,] 320 0.7

# To see the values of Output  
output

## reimbursed\_patient\_daily privately\_paid\_patient-daily  
## [1,] 14000 3500  
## [2,] 14000 21000  
## [3,] 42000 10500  
## [4,] 28000 42000  
## [5,] 19000 25000  
## [6,] 14000 15000

#As we can see, the six nursing homes owned by Hope Valley Health Care Association are providing the same values as the performance data table here.  
  
#We will conduct a Data Envelopment Analysis (DEA) in the part that follows. The DEA is an analytical method that can assist businesses in identifying and allocating their resources to improve their efficiency and have better practices.

# 1. Formulate and perform DEA analysis under all DEA assumptions of FDH, CRS, VRS, IRS, DRS, and FRH.

# DEA Analysis using FDH

# Now, we are going to formulate and compute the DEA analysis using FDH.  
# The Free disposability hull (FDH) is the assumption of dispose unwanted inputs and outputs. “Free disposability means that we can always produce fewer outputs with more inputs.” (DEA Slides)  
  
# Provide the input and output  
analysis\_fdh<- dea(input,output,RTS = "fdh")  
  
# Create a data frame with effciency values  
eff\_fdh <- as.data.frame(analysis\_fdh$eff)  
  
# To assign an appropiate name  
colnames(eff\_fdh) <- c("efficiency\_fdh")

# DEA Analysis using CRS

# Now, we are going to formulate and compute the DEA analysis using Constant Returns to Scale (CRS).  
# The CRS is part of the scaling assumption, and it allows us to see if there is any possible combination to scale up or down.  
  
# Provide the input and output  
analysis\_crs <- dea(input,output,RTS = "crs")  
  
# To see the effciency values  
eff\_crs <- as.data.frame(analysis\_crs$eff)  
  
# To assign an appropiate name  
colnames(eff\_crs) <- c("efficiency\_crs")

# DEA Analysis using VRS

# Now, we are going to formulate and compute the DEA analysis using Variable Returns to Scale (VRS).  
# VRS is also part of the scaling assumption, and it helps to estimate the efficiency of the variables whether an increase or decrease is not proportional.  
  
# Provide the input and output  
analysis\_vrs <- dea(input,output,RTS = "vrs")  
  
# To see the effciency values  
eff\_vrs <- as.data.frame(analysis\_vrs$eff)  
  
# To assign an appropiate name  
colnames(eff\_vrs) <- c("efficiency\_vrs")

# DEA Analysis using IRS

# Now, we are going to formulate and compute the DEA analysis using Increasing Returns to Scale (IRS).  
# IRS indicates if it is possible to increate the operation scale.  
  
# Provide the input and output  
analysis\_irs <- dea(input,output,RTS = "irs")  
  
# To see the effciency values  
eff\_irs <- as.data.frame(analysis\_irs$eff)  
  
# To assign an appropiate name  
colnames(eff\_irs) <- c("efficiency\_irs")

# DEA Analysis using DRS

# Now, we are going to formulate and compute the DEA analysis using Decreasing Returns to Scale (DRS).  
# DRS is the opposite of IRS, which its goal is to decrease the operation scale on any possible production process.  
  
# Provide the input and output  
analysis\_drs <- dea(input,output,RTS = "drs")  
  
# To see the effciency values  
eff\_drs <- as.data.frame(analysis\_drs$eff)  
  
# To assign an appropiate name  
colnames(eff\_drs) <- c("efficiency\_drs")

# DEA Analysis using FRH

# Now, we are going to formulate and compute the DEA analysis using Free Replicability Hull (FRH).  
# FRH as well as FDH use mixed integer programming, which refers that the variables must be integers to find the optimal solution. The goal of FRH is to replace deterministic data using random variables.  
  
# Provide the input and output  
analysis\_frh <- dea(input,output,RTS = "add")  
  
# To see the effciency values  
eff\_frh <- as.data.frame(analysis\_frh$eff)  
  
# To assign an appropiate name  
colnames(eff\_frh) <- c("efficiency\_frh")

# 2. Determine the Peers and Lambdas under each of the above assumptions

# Peers and Lambdas for FDH

# Identify the peers  
peer\_fdh <- peers(analysis\_fdh)  
  
# To assign an appropiate name  
colnames(peer\_fdh) <- c("peer1\_fdh")  
  
# Identify the relative weights given to the peers using lambda function  
lambda\_fdh <- lambda(analysis\_fdh)  
  
# To assign an appropiate column name for Lambda  
colnames(lambda\_fdh) <- c("L1\_fdh", "L2\_fdh", "L3\_fdh", "L4\_fdh", "L5\_fdh", "L6\_fdh")

# Peers and Lambdas for CRS

# Identify the peers  
peer\_crs <- peers(analysis\_crs)  
  
# To assign an appropiate name  
colnames(peer\_crs) <- c("peer1\_crs", "peer2\_crs", "peer3\_crs")  
  
# Identify the relative weights given to the peers using lambda function  
lambda\_crs <- lambda(analysis\_crs)  
  
# To assign an appropiate column name for Lambda  
colnames(lambda\_crs) <- c("L1\_crs", "L2\_crs", "L3\_crs", "L4\_crs")

# Peers and Lambdas for VRS

# Identify the peers  
peer\_vrs <- peers(analysis\_vrs)  
  
# To assign an appropiate name  
colnames(peer\_vrs) <- c("peer1\_vrs", "peer2\_vrs", "peer3\_vrs")  
  
# Identify the relative weights given to the peers using lambda function  
lambda\_vrs <- lambda(analysis\_vrs)  
  
# To assign an appropiate column name for Lambda  
colnames(lambda\_vrs) <- c("L1\_vrs", "L2\_vrs", "L3\_vrs", "L4\_vrs", "L5\_vrs")

# Peers and Lambdas for IRS

# Identify the peers  
peer\_irs <- peers(analysis\_irs)  
  
# To assign an appropiate name  
colnames(peer\_irs) <- c("peer1\_irs", "peer2\_irs", "peer3\_irs")  
  
# Identify the relative weights given to the peers using lambda function  
lambda\_irs <- lambda(analysis\_irs)  
  
# To assign an appropiate column name for Lambda  
colnames(lambda\_irs) <- c("L1\_irs", "L2\_irs", "L3\_irs", "L4\_irs", "L5\_irs")

# Peers and Lambdas for DRS

# Identify the peers  
peer\_drs <- peers(analysis\_drs)  
  
# To assign an appropiate name  
colnames(peer\_drs) <- c("peer1\_drs", "peer2\_drs", "peer3\_drs")  
  
# Identify the relative weights given to the peers using lambda function  
lambda\_drs <- lambda(analysis\_drs)  
  
# To assign an appropiate column name for Lambda  
colnames(lambda\_drs) <- c("L1\_drs", "L2\_drs", "L3\_drs", "L4\_drs")

# Peers and Lambdas for FRH

# Identify the peers  
peer\_frh <- peers(analysis\_frh)  
  
# To assign an appropiate name  
colnames(peer\_frh) <- c("peer1\_frh")  
  
# Identify the relative weights given to the peers using lambda function  
lambda\_frh <- lambda(analysis\_frh)  
  
# To assign an appropiate column name for Lambda  
colnames(lambda\_frh) <- c("L1\_frh", "L2\_frh", "L3\_frh", "L4\_frh", "L5\_frh", "L6\_frh")

# 3. Summarize your results in a tabular format

# FDH Results in Tabular form

# Create a tabular data with peer, lambda, and efficiency  
peer\_lamb\_eff\_fdh <- cbind(peer\_fdh, lambda\_fdh, eff\_fdh)  
  
# Show the summary chart  
peer\_lamb\_eff\_fdh

## peer1\_fdh L1\_fdh L2\_fdh L3\_fdh L4\_fdh L5\_fdh L6\_fdh efficiency\_fdh  
## 1 1 1 0 0 0 0 0 1  
## 2 2 0 1 0 0 0 0 1  
## 3 3 0 0 1 0 0 0 1  
## 4 4 0 0 0 1 0 0 1  
## 5 5 0 0 0 0 1 0 1  
## 6 6 0 0 0 0 0 1 1

# The summary chart shown above, confirms that every DMU or facility is working using all its capacity and efficiency. Every peer was assigned one unit, for that reason, the Lambda values are 1, and efficiency are 1 as well.

# CRS Results in Tabular form

# Create a tabular data with peer, lambda, and efficiency  
peer\_lamb\_eff\_crs <- cbind(peer\_crs, lambda\_crs, eff\_crs)  
  
# Show the summary chart  
peer\_lamb\_eff\_crs

## peer1\_crs peer2\_crs peer3\_crs L1\_crs L2\_crs L3\_crs L4\_crs  
## 1 1 NA NA 1.0000000 0.00000000 0 0.0000000  
## 2 2 NA NA 0.0000000 1.00000000 0 0.0000000  
## 3 3 NA NA 0.0000000 0.00000000 1 0.0000000  
## 4 4 NA NA 0.0000000 0.00000000 0 1.0000000  
## 5 1 2 4 0.2000000 0.08048142 0 0.5383307  
## 6 1 2 4 0.3428571 0.39499264 0 0.1310751  
## efficiency\_crs  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 0.9774987  
## 6 0.8674521

# Regarding Constant Returns to Scale (CRS), the facilities 1, 2, 3, and 4 are using all its efficiency as the lambdas and peers prove. Facility 5 and 6, on the other hand, need parts of 1, 2, and 4 as the peers and lambdas show above. It means these two facilities (5 and 6) have room to improve because they are getting an efficiency of 97.74% and 86.74% respectively.

# VRS Results in Tabular form

# Create a tabular data with peer, lambda, and efficiency  
peer\_lamb\_eff\_vrs <- cbind(peer\_vrs, lambda\_vrs, eff\_vrs)  
  
# Show the summary chart  
peer\_lamb\_eff\_vrs

## peer1\_vrs peer2\_vrs peer3\_vrs L1\_vrs L2\_vrs L3\_vrs L4\_vrs L5\_vrs  
## 1 1 NA NA 1.0000000 0.0000000 0 0 0.0000000  
## 2 2 NA NA 0.0000000 1.0000000 0 0 0.0000000  
## 3 3 NA NA 0.0000000 0.0000000 1 0 0.0000000  
## 4 4 NA NA 0.0000000 0.0000000 0 1 0.0000000  
## 5 5 NA NA 0.0000000 0.0000000 0 0 1.0000000  
## 6 1 2 5 0.4014399 0.3422606 0 0 0.2562995  
## efficiency\_vrs  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 1.0000000  
## 6 0.8963283

# Now we run the Variable Returns to Scale (VRS), we can identify that facility 1, 2, 3, 4, and 5 are working in all its capacity or efficiency. However, that does not happen with facility 6, which has an efficiency of 89.63%. As peers and lambdas show, facility 6 needs part of facility 1, 2, and 5 to achieve better efficiency.

# IRS Results in Tabular form

# Create a tabular data with peer, lambda, and efficiency  
peer\_lamb\_eff\_irs <- cbind(peer\_irs, lambda\_irs, eff\_irs)  
  
# Show the summary chart  
peer\_lamb\_eff\_irs

## peer1\_irs peer2\_irs peer3\_irs L1\_irs L2\_irs L3\_irs L4\_irs L5\_irs  
## 1 1 NA NA 1.0000000 0.0000000 0 0 0.0000000  
## 2 2 NA NA 0.0000000 1.0000000 0 0 0.0000000  
## 3 3 NA NA 0.0000000 0.0000000 1 0 0.0000000  
## 4 4 NA NA 0.0000000 0.0000000 0 1 0.0000000  
## 5 5 NA NA 0.0000000 0.0000000 0 0 1.0000000  
## 6 1 2 5 0.4014399 0.3422606 0 0 0.2562995  
## efficiency\_irs  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 1.0000000  
## 6 0.8963283

# Increasing Returns to Scale (IRS) behives the same as Variable Returns to Scale (VRS) by getting facility 1, 2, 3, 4, and 5 are working all its efficiency, but facility 6 needs to improve needs from units 1, 2, and 5 to improve its efficiency which is 89.63%.

# DRS Results in Tabular form

# Create a tabular data with peer, lambda, and efficiency  
peer\_lamb\_eff\_drs <- cbind(peer\_drs, lambda\_drs, eff\_drs)  
  
# Show the summary chart  
peer\_lamb\_eff\_drs

## peer1\_drs peer2\_drs peer3\_drs L1\_drs L2\_drs L3\_drs L4\_drs  
## 1 1 NA NA 1.0000000 0.00000000 0 0.0000000  
## 2 2 NA NA 0.0000000 1.00000000 0 0.0000000  
## 3 3 NA NA 0.0000000 0.00000000 1 0.0000000  
## 4 4 NA NA 0.0000000 0.00000000 0 1.0000000  
## 5 1 2 4 0.2000000 0.08048142 0 0.5383307  
## 6 1 2 4 0.3428571 0.39499264 0 0.1310751  
## efficiency\_drs  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 0.9774987  
## 6 0.8674521

# Decreasing Returns to Scale (DRS) has a good efficiency in facility 1, 2, 3, and 4. Regarding facility 5 and 6, there is room they can improve. Both of them need part of facilities 1, 2, and 4 to be able to achieve their highest efficiency of 1 as we can prove in the previous table.

# FRH Results in Tabular form

# Create a tabular data with peer, lambda, and efficiency  
peer\_lamb\_eff\_frh <- cbind(peer\_frh, lambda\_frh, eff\_frh)  
  
# Show the summary chart  
peer\_lamb\_eff\_frh

## peer1\_frh L1\_frh L2\_frh L3\_frh L4\_frh L5\_frh L6\_frh efficiency\_frh  
## 1 1 1 0 0 0 0 0 1  
## 2 2 0 1 0 0 0 0 1  
## 3 3 0 0 1 0 0 0 1  
## 4 4 0 0 0 1 0 0 1  
## 5 5 0 0 0 0 1 0 1  
## 6 6 0 0 0 0 0 1 1

# Free Replicability Hull (FRH) has a great efficiency in all its DMU. It behives the same as Free disposability hull (FDH), which all its values have their own peer, lambas and efficiency of 1.

# 4. Compare and contrast the above results

# Graphs for all FDH,CRS,VRS,IRS,DRS,FRH.

dea.plot(input,output,RTS="fdh",ORIENTATION="in-out",txt=TRUE, xlab ="Input", ylab= "Output", main="Free disposability hull (FDH) Graph")

![](data:image/png;base64,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)

dea.plot(input,output,RTS="vrs",ORIENTATION="in-out",  
txt=TRUE, xlab = "Input", ylab= "Output", main="Variable Returns to Scale (VRS) Graph")
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dea.plot(input,output,RTS="drs",ORIENTATION="in-out",  
txt=TRUE, xlab = "Input", ylab= "Output", main="Decreasing Returns to Scale (DRS) Graph")
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dea.plot(input,output,RTS="irs",ORIENTATION="in-out",  
txt=TRUE, xlab = "Input", ylab= "Output", main="Increasing Returns to Scale (IRS) Graph")
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dea.plot(input,output,RTS="crs",ORIENTATION="in-out",  
txt=TRUE,xlab = "Input", ylab= "Output", main="Constant Returns to Scale (CRS) Graph")
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dea.plot(input,output,RTS="add",ORIENTATION="in-out",  
txt=TRUE, xlab = "Input", ylab= "Output", main="Free Replicability Hull (FRH) Graph")

![](data:image/png;base64,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)

#We may compare the outcomes of each DEA model using these charts.  
  
# The principle of estimating the technology via a minimal extrapolation strategy is one that all DEA models share, as we learnt in this session (DEA Slides).  
  
# FDH is the smallest technology set, as can be shown. It aims to generate more inputs from fewer outputs (the number of patient days funded privately and the number of patient days reimbursed by third parties) (staffing labor and the cost of supplies). FDH is typically the model that businesses want the most, however because of its assumptions, it has several limitations. All of the efficiencies in this model are 1, as we can demonstrate, but when compared to other models, it is not as efficient as we believe it to be since we identify areas/units for improvement.  
  
# Because VRS "fills-out" the gaps that FDH eliminated, it is larger than FDH. We can observe that unit 6 can increase its effectiveness in this area.  
  
# The charts show that DRS and IRS are bigger than VRS. While the IRS seeks to boost technology for high input values, DRS tries to increase the set for lower input values. DRS suggests that units 5 and 6 might become more efficient, while IRS suggests that facility 6 might as well.  
  
# The largest technology set is CRS, which enables us to determine whether any combinations could be used to scale up or down. The efficiency results indicate that units 5 and 6 require improvement.  
  
# FRH aims to replace deterministic data with random variables, and is larger than FDH but less than CRS based on the arrow network mentioned in class.